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extract Create geographical extracts from an OSM file

Description

Creates geographical extracts from an OSM data file or an OSM history file. The geographical
extent can be given either as a bounding box or as a (multi)polygon.

Usage

extract(
input_path,
extent,
output_path,
strategy = c("complete_ways", "smart", "simple"),
overwrite = FALSE,
echo_cmd = FALSE,
echo = TRUE,
spinner = TRUE,
verbose = FALSE

)

Arguments

input_path A string. The path to the OSM data/history file whose extent should be extracted
from. Please see file_formats for a list of supported file formats.

extent Either a POLYGON or a MULTIPOLYGON sf object with only one feature or a bbox
object, created by sf::st_bbox.

output_path A string. The path to the file where the output should be written to. Please see
file_formats for a list of supported file formats.

strategy A string. The strategy to use when creating the extract. Available strategies
are "complete_ways", "smart" and "simple". Defaults to "complete_ways".
Please see the "Strategies" section for a description of each one of them.

overwrite A logical. Whether existing files should be overwritten by the output. Defaults
to FALSE.

echo_cmd A logical. Whether to print the Osmium command generated by the function
call to the screen. Defaults to FALSE.
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echo A logical. Whether to print the standard output and error generated by the Os-
mium call to the screen. Defaults to TRUE.

spinner A logical. Whether to show a reassuring spinner while the Osmium call is being
executed. Defaults to TRUE.

verbose A logical. Whether to display detailed information on the running command.
Defaults to FALSE.

Value

The normalized path to the output file.

Strategies

Different strategies can be used when creating extracts. Depending on the strategy, different objects
will end up in the extracts. The strategies differ in how much memory they need and how often they
need to read the input file. The choice of strategy depends on how you want to use the generated
extracts and how much memory and time you have.

• "simple" - runs in a single pass. The extract will contain all nodes inside the region and all
ways referencing those nodes, as well as all relations referencing any nodes or ways already
included. Ways crossing the region boundary will not be reference-complete. Relations will
not be reference-complete. This strategy is fast, because it reads the input only once, but the
result is not enough for most use cases. This strategy will not work for history files.

• "complete_ways" - runs in two passes. The extract will contain all nodes inside the region
and all ways referencing those nodes, as well as all nodes referenced by those ways. The
extract will also contain all relations referenced by nodes inside the region or ways already
included and, recursively, their parent relations. The ways are reference-complete, but the
relations are not.

• "smart" - runs in three passes. The extract will contain all nodes inside the region and all
ways referencing those nodes, as well as all nodes referenced by those ways. The extract will
also contain all relations referenced by nodes inside the region or ways already included and,
recursively, their parent relations. The extract will also contain all nodes and ways (and the
nodes they reference) referenced by relations tagged "type=multipolygon" directly referencing
any nodes in the region or ways referencing nodes in the region. The ways are reference-
complete, and all multipolygon relations referencing nodes in the regions or ways that have
nodes in the region are reference-complete. Other relations are not reference-complete.

Examples

pbf_path <- system.file("extdata/cur.osm.pbf", package = "rosmium")

file.size(pbf_path)

# buffering the pbf bounding box 4000 meters inward and using the result
# extent to extract the osm data inside it. transforming the crs because
# inward buffers only work with projected crs

lines <- sf::st_read(pbf_path, layer = "lines", quiet = TRUE)
bbox <- sf::st_bbox(lines)
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bbox_polygon <- sf::st_as_sf(sf::st_as_sfc(bbox))
smaller_bbox_poly <- sf::st_buffer(

sf::st_transform(bbox_polygon, 5880),
-4000

)
smaller_bbox_poly <- sf::st_transform(smaller_bbox_poly, 4326)

output_path <- extract(
pbf_path,
smaller_bbox_poly,
tempfile(fileext = ".osm.pbf")

)

file.size(output_path)

file_formats Supported file formats

Description

Please note that most of this documentation has been adapted from Osmium documentation. Please
see https://docs.osmcode.org/osmium/latest/osmium-file-formats.html for the original
documentation.

File types:
OSM uses three types of files for its main data:

• Data files: these are the most common files. They contain the OSM data from a specific point
in time. At most one version of every object (node, way or relation) is contained in this file.
Deleted objects are not in this file. The usual suffix used is .osm.

• History files: these files contain not only the current version of an object, but their history
too. So for any object (node, way or relation) there can be zero or more versions in this
file. Deleted objects can also be in this file. The usual suffix used is .osm or .osh. Because
sometimes the same suffix is used as for normal data files (.osm) and because there is no
clear indicator in the header, it is not always clear what type of file you have in front of you.

• Change files: sometimes called diff files or replication diffs, these files contain the changes
between one state of the OSM database and another state. Change files can contains several
versions of an object and also deleted objects. The usual suffix used is .osc.

All these files have in common that they contain OSM objects (nodes, ways and relations). History
files and change files can contain several versions of the same object and also deleted objects; data
files can’t.
Where possible, Osmium commands can handle all file types. For some commands only some
file types make sense.

Formats:
Osmium supports all major OSM file formats plus some more. These are:

https://docs.osmcode.org/osmium/latest/osmium-file-formats.html
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• The classical XML format in the variants .osm (for data files), .osh (for data files with
history) and .osc (for change files).

• The PBF binary format (usually with suffix .osm.pbf or just .pbf).
• The OPL format (usually with suffix .osm.opl or just .opl).
• The O5M/O5C format (usually with suffix .o5m or .o5c) (reading only).
• The "debug" format (usually with suffix .osm.debug) (writing only).

In addition, files in all formats except PBF can be compressed using gzip or bzip2 (add .gz or
.bz2 suffixes, respectively - e.g. data.osm.bz2).

show_content Show the content of an OSM file

Description

Displays the content of an OSM file either in .html, .xml or .opl format.

Usage

show_content(
input_path,
output_format = c("html", "opl", "xml"),
object_type = c("all", "node", "way", "relation", "changeset"),
echo_cmd = FALSE,
spinner = TRUE,
preview = TRUE

)

Arguments

input_path A string. The path to the OSM file whose content should be shown. Please see
file_formats for a list of supported file formats.

output_format A string. The format in which the content should be shown. Either "html",
"opl" or "xml". Please note that the "html" option, although the most human
readable format, results in large files that may be very slow to open and inspect,
depending on the size of the input file.

object_type A character vector. The object types that should be included in the output.
Please note that using "all" is a simple way of passing all other available types
("node", "way", "relation" and "changeset").

echo_cmd A logical. Whether to print the Osmium command generated by the function
call to the screen. Defaults to FALSE.

spinner A logical. Whether to show a reassuring spinner while the Osmium call is being
executed. Defaults to TRUE.

preview A logical. Whether to open the temporary file in which the content of the OSM
file was saved.
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Value

The path to the temporary file in which the OSM file content was saved.

Examples

pbf_path <- system.file("extdata/cur.osm.pbf", package = "rosmium")

small_pbf <- tags_filter(
pbf_path,
"note",
tempfile(fileext = "osm.pbf"),
omit_referenced = TRUE

)

# both function calls below result in outputs with the same object types

show_content(small_pbf, object_type = "all")
show_content(

small_pbf,
object_type = c("node", "way", "relation", "changeset")

)

# only show nodes and ways

show_content(small_pbf, object_type = c("node", "way"))

# display all objects in xml format

show_content(small_pbf, output_format = "xml")

tags_filter Filter objects matching specified keys/tags

Description

Get objects matching at least one of the specified expressions from the input and write them to the
output. All objects matching the expressions will be kept in the output, and objects referenced by
them will also be added to the output (unless omit_referenced = TRUE). Objects will be written
out in the order they are found in the input. Please note that the function will only work correctly
on history files if omit_referenced is TRUE, and it cannot be used on change files.

Usage

tags_filter(
input_path,
filters,
output_path,
invert_match = FALSE,
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omit_referenced = FALSE,
remove_tags = FALSE,
overwrite = FALSE,
echo_cmd = FALSE,
echo = TRUE,
spinner = TRUE,
verbose = FALSE,
progress = FALSE

)

Arguments

input_path A string. The path to the OSM data/history file to which the filters should be
applied. Please see file_formats for a list of supported file formats.

filters A string. The filter expressions that should be applied to the input file. Please see
the "Filter expressions" section for a description of the filter expression format.

output_path A string. The path to the file where the output should be written to. Please see
file_formats for a list of supported file formats.

invert_match A logical. Whether to invert the sense of matching - i.e. to exclude objects with
matching tags. Defaults to FALSE.

omit_referenced

A logical. Whether to omit the nodes referenced from matching ways and mem-
bers referenced from matching relations. Defaults to FALSE.

remove_tags A logical. Whether to remove tags from objects that are not matching the filter
expression but are included to complete references (nodes in ways and members
of relations). Defaults to FALSE. Please note that if an object is both matching
the filter and used as a reference it will keep its tags.

overwrite A logical. Whether existing files should be overwritten by the output. Defaults
to FALSE.

echo_cmd A logical. Whether to print the Osmium command generated by the function
call to the screen. Defaults to FALSE.

echo A logical. Whether to print the standard output and error generated by the Os-
mium call to the screen. Defaults to TRUE.

spinner A logical. Whether to show a reassuring spinner while the Osmium call is being
executed. Defaults to TRUE.

verbose A logical. Whether to display detailed information on the running command.
Defaults to FALSE.

progress A logical. Whether to display a progress bar while running the command. De-
faults to FALSE.

Value

The normalized path to the output file.
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Filter expressions

A filter expression specifies a tag or tags that should be found in the data and the type of object
(node, way or relation) that should be matched.

The object type(s) comes first, then a slash (/) and then the rest of the expression. Object types are
specified as ’n’ (for nodes), ’w’ (for ways), ’r’ (for relations) and ’a’ (for areas - closed ways with 4
or more nodes and relations with type=multipolygon or type=boundary tag). Any combination
of them can be used. If the object type is not specified, the expression matches all object types.

Some examples:

• n/amenity - matches all nodes with the key "amenity".

• nw/highway - matches all nodes or ways with the key "highway".
• /note - matches objects of any type with the key "note".

• note - matches objects of any type with the key "note".

• w/highway=primary - matches all ways with the key "highway" and value "primary".

• w/highway!=primary - matches all ways with the key "highway" and a value other than
"primary".

• r/type=multipolygon,boundary - matches all relations with key "type" and value "multi-
polygon" or "boundary".

• w/name,name:de=Kastanienallee,Kastanienstrasse - matches any way with a "name"
or "name:de" tag with the value "Kastanienallee" or "Kastanienstrasse".

• n/addr:* - matches all nodes with any key starting with "addr:"
• n/name=*Paris - matches all nodes with a name that contains the word "Paris".

• a/building - matches any closed ways with 4 or more nodes or relations tagged "building".
Relations must also have a tag "type=multipolygon" or "type=boundary".

If there is no equal sign ("=") in the expression, only keys are matched and values can be anything.
If there is an equal sign ("=") in the expression, the key is to the left and the value to the right.
An exclamation sign ("!") before the equal sign means: a tag with that key, but not the value(s) to
the right of the equal sign. A leading or trailing asterisk ("*") can be used for substring or prefix
matching, respectively. Commas (",") can be used to separate several keys or values.

All filter expressions are case-sensitive. There is no way to escape the special characters such as
"=", "" and ",". You can not mix comma-expressions and ""-expressions.

The specified filter expressions are matched in the order they are given. To achieve best perfor-
mance, put expressions expected to match more often first.

Area matches (with leading "a/") do not check whether the matched object is a valid (multi)polygon,
they only check whether an object might possibly be turned into a (multi)polygon. This is the case
for all closed ways (where the first and last node are the same) with 4 or more nodes and for all
relations that have an additional "type=multipolygon" or "type=boundary" tag.

Examples

pbf_path <- system.file("extdata/cur.osm.pbf", package = "rosmium")

# get all amenity nodes
output <- tags_filter(pbf_path, "n/amenity", tempfile(fileext = ".osm.pbf"))
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nodes <- sf::st_read(output, layer = "points", quiet = TRUE)
head(nodes$other_tags)

# get all objects (nodes, ways or relations) with an addr:* tag
output <- tags_filter(

pbf_path,
"addr:*",
tempfile(fileext = ".osm.pbf"),
omit_referenced = TRUE

)
nodes <- sf::st_read(output, layer = "points", quiet = TRUE)
head(nodes$other_tags)

# get all nodes and ways with a highway tag and all relations tagged with
# type=restriction plus all referenced objects
output <- tags_filter(

pbf_path,
"nw/highway r/type=restriction",
tempfile(fileext = ".osm.pbf")

)
ways <- sf::st_read(output, layer = "lines", quiet = TRUE)
head(ways$highway)
relations <- sf::st_read(output, layer = "other_relations", quiet = TRUE)
head(relations$other_tags)
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